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Introduction

Windows Internals, Sixth Edition is intended for advanced computer professionals
(both developers and system administrators) who want to understand how the
core components of the Microsoft Windows 7 and Windows Server 2008 R2 operating
systems work internally. With this knowledge, developers can better comprehend the
rationale behind design choices when building applications specific to the Windows
platform. Such knowledge can also help developers debug complex problems. System
administrators can benefit from this information as well, because understanding how
the operating system works “under the covers” facilitates understanding the perfor-
mance behavior of the system and makes troubleshooting system problems much
easier when things go wrong. After reading this book, you should have a better under-
standing of how Windows works and why it behaves as it does.

Structure of the Book

For the first time, the book has been divided in two parts. This was done to get the
information out more quickly since it takes considerable time to update the book for
each release of Windows.

Part 1 begins with two chapters that define key concepts, introduce the tools used in
the book, and describe the overall system architecture and components. The next two
chapters present key underlying system and management mechanisms. Part 1 wraps
up by covering three core components of the operating system: processes, threads, and
jobs; security; and networking.

Part 2 covers the remaining core subsystems: I/O, storage, memory management,
the cache manager, and file systems. Part 2 concludes with a description of the startup
and shutdown processes and a description of crash-dump analysis.



Xvi

History of the Book

This is the sixth edition of a book that was originally called Inside Windows NT
(Microsoft Press, 1992), written by Helen Custer (prior to the initial release of Microsoft
Windows NT 3.1). Inside Windows NT was the first book ever published about Windows
NT and provided key insights into the architecture and design of the system. Inside
Windows NT, Second Edition (Microsoft Press, 1998) was written by David Solomon. It
updated the original book to cover Windows NT 4.0 and had a greatly increased level
of technical depth.

Inside Windows 2000, Third Edition (Microsoft Press, 2000) was authored by David
Solomon and Mark Russinovich. It added many new topics, such as startup and shut-
down, service internals, registry internals, file-system drivers, and networking. It also
covered kernel changes in Windows 2000, such as the Windows Driver Model (WDM),
Plug and Play, power management, Windows Management Instrumentation (WMI),
encryption, the job object, and Terminal Services. Windows Internals, Fourth Edition was
the Windows XP and Windows Server 2003 update and added more content focused
on helping IT professionals make use of their knowledge of Windows internals, such as
using key tools from Windows Sysinternals (www.microsoft.com/technet/sysinternals)
and analyzing crash dumps. Windows Internals, Fifth Edition was the update for
Windows Vista and Windows Server 2008. New content included the image loader,
user-mode debugging facility, and Hyper-V.

Sixth Edition Changes

This latest edition has been updated to cover the kernel changes made in Windows 7
and Windows Server 2008 R2. Hands-on experiments have been updated to reflect
changes in tools.

Hands-on Experiments

Even without access to the Windows source code, you can glean much about Windows
internals from tools such as the kernel debugger and tools from Sysinternals and
Winsider Seminars & Solutions. When a tool can be used to expose or demonstrate
some aspect of the internal behavior of Windows, the steps for trying the tool yourself
are listed in "EXPERIMENT" boxes. These appear throughout the book, and we encour-
age you to try these as you're reading—seeing visible proof of how Windows works
internally will make much more of an impression on you than just reading about it will.
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Topics Not Covered

Windows is a large and complex operating system. This book doesn’t cover everything
relevant to Windows internals but instead focuses on the base system components. For
example, this book doesn't describe COM+, the Windows distributed object-oriented
programming infrastructure, or the Microsoft .NET Framework, the foundation of man-
aged code applications.

Because this is an internals book and not a user, programming, or system administra-
tion book, it doesn't describe how to use, program, or configure Windows.

A Warning and a Caveat

Because this book describes undocumented behavior of the internal architecture and
the operation of the Windows operating system (such as internal kernel structures and
functions), this content is subject to change between releases. (External interfaces, such
as the Windows API, are not subject to incompatible changes.)

By “subject to change,” we don't necessarily mean that details described in this book
will change between releases, but you can't count on them not changing. Any soft-
ware that uses these undocumented interfaces might not work on future releases of
Windows. Even worse, software that runs in kernel mode (such as device drivers) and
uses these undocumented interfaces might experience a system crash when running on
a newer release of Windows.

Acknowledgments
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|/O System

he Windows 1/0O system consists of several executive components that together manage hard-

ware devices and provide interfaces to hardware devices for applications and the system. In this
chapter, we'll first list the design goals of the /O system, which have influenced its implementation.
We'll then cover the components that make up the 1/O system, including the I/O manager, Plug and
Play (PnP) manager, and power manager. Then we'll examine the structure and components of the
I/O system and the various types of device drivers. We'll look at the key data structures that describe
devices, device drivers, and I/O requests, after which we'll describe the steps necessary to complete
1/0 requests as they move through the system. Finally, we'll present the way device detection, driver
installation, and power management work.

1/0 System Components

The design goals for the Windows I/O system are to provide an abstraction of devices, both hardware
(physical) and software (virtual or logical), to applications with the following features:

Uniform security and naming across devices to protect shareable resources. (See Chapter 6,
“Security,” in Part 1 for a description of the Windows security model.)

High-performance asynchronous packet-based I/O to allow for the implementation of scalable
applications.

Services that allow drivers to be written in a high-level language and easily ported between
different machine architectures.

Layering and extensibility to allow for the addition of drivers that transparently modify the be-
havior of other drivers or devices, without requiring any changes to the driver whose behavior
or device is modified.

Dynamic loading and unloading of device drivers so that drivers can be loaded on demand
and not consume system resources when unneeded.

Support for Plug and Play, where the system locates and installs drivers for newly detected
hardware, assigns them hardware resources they require, and also allows applications to dis-
cover and activate device interfaces.



Support for power management so that the system or individual devices can enter low power
states.

Support for multiple installable file systems, including FAT, the CD-ROM file system (CDFS), the
Universal Disk Format (UDF) file system, and the Windows file system (NTFS). (See Chapter 12,
“File Systems,” for more specific information on file system types and architecture.)

Windows Management Instrumentation (WMI) support and diagnosability so that drivers can
be managed and monitored through WMI applications and scripts. (WMl is described in Chap-
ter 4, "Management Mechanisms,” in Part 1.)

To implement these features the Windows 1/0 system consists of several executive components as
well as device drivers, which are shown in Figure 8-1.

The 1/0 manager is the heart of the 1/0 system. It connects applications and system compo-
nents to virtual, logical, and physical devices, and it defines the infrastructure that supports
device drivers.

A device driver typically provides an 1/O interface for a particular type of device. A driver is a
software module that interprets high-level commands, such as read or write, and issues low-
level, device-specific commands, such as writing to control registers. Device drivers receive
commands routed to them by the I/O manager that are directed at the devices they manage,
and they inform the I/0O manager when those commands are complete. Device drivers often
use the 1/0 manager to forward I/O commands to other device drivers that share in the imple-
mentation of a device’s interface or control.

The PnP manager works closely with the I/O manager and a type of device driver called a bus
driver to guide the allocation of hardware resources as well as to detect and respond to the
arrival and removal of hardware devices. The PnP manager and bus drivers are responsible for
loading a device's driver when the device is detected. When a device is added to a system that
doesn't have an appropriate device driver, the executive Plug and Play component calls on the
device installation services of a user-mode PnP manager.

The power manager also works closely with the I/O manager and the PnP manager to guide
the system, as well as individual device drivers, through power-state transitions.

Windows Management Instrumentation support routines, called the Windows Driver Model
(WDM) WMI provider, allow device drivers to indirectly act as providers, using the WDM WMI
provider as an intermediary to communicate with the WMI service in user mode. (For more
information on WMI, see the section "Windows Management Instrumentation” in Chapter 4 in
Part 1))

The registry serves as a database that stores a description of basic hardware devices attached
to the system as well as driver initialization and configuration settings. (See “The Registry” sec-
tion in Chapter 4 in Part 1 for more information.)

INF files, which are designated by the .inf extension, are driver installation files. INF files are
the link between a particular hardware device and the driver that assumes primary control of

Windows Internals, Sixth Edition, Part 2



the device. They are made up of script-like instructions describing the device they correspond
to, the source and target locations of driver files, required driver-installation registry modifica-
tions, and driver dependency information. Digital signatures that Windows uses to verify that
a driver file has passed testing by the Microsoft Windows Hardware Quality Labs (WHQL) are
stored in .cat files. Digital signatures are also used to prevent tampering of the driver or its
INF file.

m  The hardware abstraction layer (HAL) insulates drivers from the specifics of the processor and
interrupt controller by providing APIs that hide differences between platforms. In essence, the
HAL is the bus driver for all the devices soldered onto the computer’s motherboard that aren't
controlled by other drivers.

— Windows
Applications .
services
WMI U d Setup com-
’ ser-mode |1 | Iponents library
service PnP manager (Setupapi.dll)
] l User mode .inf files,
Kernel mode .cat.flles,
registry
Py 1
|
|
|
1/O system | WDM.WMI PnP Power I/O :
I routines manager manager manager |
|
- !
oo s E AR E R 1
Drivers | | | | | . | —
! 1
Lo o o o o o o e e e e e e e e e e - -
| HAL

FIGURE 8-1 /O system components

The 1/0 Manager

The I/O manager is the core of the 1/O system because it defines the orderly framework, or model,
within which I/O requests are delivered to device drivers. The 1/0 system is packet driven. Most 1/O re-
quests are represented by an /O request packet (IRP), which travels from one I/O system component
to another. (As you'll discover in the section “Fast I/0,” fast I/O is the exception; it doesn't use IRPs.)
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The design allows an individual application thread to manage multiple 1/0 requests concurrently. An
IRP is a data structure that contains information completely describing an 1/0 request. (You'll find
more information about IRPs in the section “I/O Request Packets” later in the chapter.)

The 1/O manager creates an IRP in memory to represent an I/O operation, passing a pointer to the
IRP to the correct driver and disposing of the packet when the I/O operation is complete. In contrast,
a driver receives an IRP, performs the operation the IRP specifies, and passes the IRP back to the I/O
manager, either because the requested 1/0O operation has been completed, or because it must be
passed on to another driver for further processing.

In addition to creating and disposing of IRPs, the I/O manager supplies code that is common to
different drivers and that the drivers can call to carry out their I/O processing. By consolidating com-
mon tasks in the I/O manager, individual drivers become simpler and more compact. For example, the
I/0 manager provides a function that allows one driver to call other drivers. It also manages buffers
for I/O requests, provides timeout support for drivers, and records which installable file systems are
loaded into the operating system. There are close to one hundred different routines in the I/0O man-
ager that can be called by device drivers.

The 1/0 manager also provides flexible 1/0 services that allow environment subsystems, such as
Windows and POSIX, to implement their respective 1/O functions. These services include sophisti-
cated services for asynchronous 1/O that allow developers to build scalable, high-performance server
applications.

The uniform, modular interface that drivers present allows the I/O manager to call any driver with-
out requiring any special knowledge of its structure or internal details. The operating system treats all
I/0 requests as if they were directed at a file; the driver converts the requests from requests made to
a virtual file to hardware-specific requests. Drivers can also call each other (using the I/O manager) to
achieve layered, independent processing of an 1/O request.

Besides providing the normal open, close, read, and write functions, the Windows 1/0 system pro-
vides several advanced features, such as asynchronous, direct, buffered, and scatter/gather I/O, which
are described in the “Types of I/O” section later in this chapter.

Typical 1/0 Processing

Most 1/O operations don't involve all the components of the I/O system. A typical I/O request starts
with an application executing an 1/0-related function (for example, reading data from a device) that is
processed by the I/O manager, one or more device drivers, and the HAL.

As just mentioned, in Windows, threads perform 1/O on virtual files. A virtual file refers to any
source or destination for I/0 that is treated as if it were a file (such as files, directories, pipes, and
mailslots). The operating system abstracts all I/O requests as operations on a virtual file, because the
I/0 manager has no knowledge of anything but files, therefore making it the responsibility of the
driver to translate file-oriented comments (open, close, read, write) into device-specific commands.
This abstraction thereby generalizes an application’s interface to devices. User-mode applications
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(whether Windows or POSIX) call documented functions, which in turn call internal I/O system func-
tions to read from a file, write to a file, and perform other operations. The I/O manager dynamically
directs these virtual file requests to the appropriate device driver. Figure 8-2 illustrates the basic
structure of a typical 1/O request flow.

User-mode API

I/0 system services API
(Ntxxx)

Driver I/O manager (loxxx)
support
routines
(lo, Ex, Ke,
Mm, Hal, Kernel-mode
FsRtl, device drivers
and so on)

HAL hardware access routines

Memory-mapped registers and DMA
FIGURE 8-2 The flow of a typical I/O request

In the following sections, we'll look at these components more closely, covering the various types

of device drivers, how they are structured, how they load and initialize, and how they process I/0
requests. Then we'll cover the operation and roles of the PnP manager and the power manager.

Device Drivers

To integrate with the I/O manager and other I/0 system components, a device driver must conform to
implementation guidelines specific to the type of device it manages and the role it plays in managing
the device. In this section, we'll look at the types of device drivers Windows supports as well as the
internal structure of a device driver.

Types of Device Drivers

Windows supports a wide range of device driver types and programming environments. Even within a
type of device driver, programming environments can differ, depending on the specific type of device
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for which a driver is intended. The broadest classification of a driver is whether it is a user-mode or
kernel-mode driver. Windows supports a couple of types of user-mode drivers:

Windows subsystem printer drivers translate device-independent graphics requests to printer-
specific commands. These commands are then typically forwarded to a kernel-mode port
driver such as the universal serial bus (USB) printer port driver (Usbprint.sys).

User-Mode Driver Framework (UMDF) drivers are hardware device drivers that run in user
mode. They communicate to the kernel-mode UMDF support library through ALPC. See the
“User-Mode Driver Framework (UMDF)" section later in this chapter for more information.

In this chapter, the focus is on kernel-mode device drivers. There are many types of kernel-mode
drivers, which can be divided into the following basic categories:

File system drivers accept /O requests to files and satisfy the requests by issuing their own,
more explicit, requests to mass storage or network device drivers.

Plug and Play drivers work with hardware and integrate with the Windows power manager and
PnP manager. They include drivers for mass storage devices, video adapters, input devices, and
network adapters.

Non-Plug and Play drivers, which also include kernel extensions, are drivers or modules that
extend the functionality of the system. They do not typically integrate with the PnP or power
managers because they typically do not manage an actual piece of hardware. Examples
include network APl and protocol drivers. Process Monitor’s driver, described in Chapter 4 in
Part 1, is also an example.

Within the category of kernel-mode drivers are further classifications based on the driver model
that the driver adheres to and its role in servicing device requests.

WDM Drivers

WDM drivers are device drivers that adhere to the Windows Driver Model (WDM). WDM includes
support for Windows power management, Plug and Play, and WMI, and most Plug and Play drivers
adhere to WDM. There are three types of WDM drivers:

Bus drivers manage a logical or physical bus. Examples of buses include PCMCIA, PCI, USB, and
IEEE 1394. A bus driver is responsible for detecting and informing the PnP manager of devices
attached to the bus it controls as well as managing the power setting of the bus.

Function drivers manage a particular type of device. Bus drivers present devices to function
drivers via the PnP manager. The function driver is the driver that exports the operational
interface of the device to the operating system. In general, it's the driver with the most knowl-
edge about the operation of the device.

Filter drivers logically layer either above or below function drivers (these are called func-
tion filters) or above the bus driver (these are called bus filters), augmenting or changing the
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behavior of a device or another driver. For example, a keyboard capture utility could be imple-
mented with a keyboard filter driver that layers above the keyboard function driver.

In WDM, no one driver is responsible for controlling all aspects of a particular device. The bus
driver is responsible for detecting bus membership changes (device addition or removal), assisting the
PnP manager in enumerating the devices on the bus, accessing bus-specific configuration registers,
and, in some cases, controlling power to devices on the bus. The function driver is generally the only
driver that accesses the device's hardware.

Layered Drivers

Support for an individual piece of hardware is often divided among several drivers, each provid-
ing a part of the functionality required to make the device work properly. In addition to WDM bus
drivers, function drivers, and filter drivers, hardware support might be split between the following
components:

m  Class drivers implement the /O processing for a particular class of devices, such as disk, key-
board, or CD-ROM, where the hardware interfaces have been standardized, so one driver can
serve devices from a wide variety of manufacturers.

m  Miniclass drivers implement I/O processing that is vendor-defined for a particular class of de-
vices. For example, although there is a standardized battery class driver written by Microsoft,
both uninterruptible power supplies (UPS) and laptop batteries have highly specific interfaces
that differ wildly between manufacturers, such that a miniclass is required from the vendor.
Miniclass drivers are essentially kernel-mode DLLs and do not do IRP processing directly—the
class driver calls into them, and they import functions from the class driver.

m  Port drivers implement the processing of an I/O request specific to a type of I/0 port, such as
SATA, and are implemented as kernel-mode libraries of functions rather than actual device
drivers. Port drivers are almost always written by Microsoft because the interfaces are typically
standardized in such a way that different vendors can still share the same port driver. However,
in certain cases, third parties may need to write their own for specialized hardware. In some
cases, the concept of “I/O port” extends to cover logical ports as well. For example, NDIS is the
network “port” driver, and Dxgport/Videoprt are the DirectX/video “port” drivers.

m  Miniport drivers map a generic /O request to a type of port into an adapter type, such as a
specific network adapter. Miniport drivers are actual device drivers that import the functions
supplied by a port driver. Miniport drivers are written by third parties, and they provide the
interface for the port driver. Like miniclass drivers, they are kernel-mode DLLs and do not do
IRP processing directly.

A simplified example for illustrative purposes will help demonstrate how device drivers work at a
high level. A file system driver accepts a request to write data to a certain location within a particular
file. It translates the request into a request to write a certain number of bytes to the disk at a par-
ticular (that is, the logical) location. It then passes this request (via the I/O manager) to a simple disk
driver. The disk driver, in turn, translates the request into a physical location on the disk and commu-
nicates with the disk to write the data. This layering is illustrated in Figure 8-3.
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FIGURE 8-3 Layering of a file system driver and a disk driver

This figure illustrates the division of labor between two layered drivers. The I/O manager receives a
write request that is relative to the beginning of a particular file. The I/O manager passes the request
to the file system driver, which translates the write operation from a file-relative operation to a start-
ing location (a sector boundary on the disk) and a number of bytes to write. The file system driver
calls the I/O manager to pass the request to the disk driver, which translates the request to a physical
disk location and transfers the data.

Because all drivers—both device drivers and file system drivers—present the same framework to
the operating system, another driver can easily be inserted into the hierarchy without altering the
existing drivers or the 1/0 system. For example, several disks can be made to seem like a very large
single disk by adding a driver. This logical, volume manager driver is located between the file system
and the disk drivers, as shown in the conceptual, simplified architectural diagram presented in Figure
8-4. (For the actual storage driver stack diagram, see Figure 9-3 in Chapter 9, “Storage Manage-
ment”). Volume manager drivers are described in more detail in Chapter 9.
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EXPERIMENT: Viewing the Loaded Driver List

You can see a list of registered drivers by executing the Msinfo32.exe utility from the Run dialog
box of the Start menu. Select the System Drivers entry under Software Environment to see the
list of drivers configured on the system. Those that are loaded have the text “Yes” in the Started
column, as shown here:

& System Information =3 |IoR[5)
File Edit View Help

System Summary Name Description File Type started  Start Mode State Status Error Control  Accept Pause  AcceptStop

(- Hardware Resources i Microsoft ACPI Driver cywindows\s... Kernel Driver s Running Critical Yes. E
Components adp9dxx adpgaxc c\windows\s.. Kemel Driver  No Disabled Stopped oK Normal No No
5 Software Environment adpahci adpahdi c\windows\s.. Kemel Driver  No Disabled Stopped  OK Normal No No
Szemitivers adpu1som adpul60m cwindows\s.. Kernel Driver  No Disabled Stopped  OK Normal No No
Signed Drivers adpu320 adpu320 c\windows\s.. Kernel Driver  No Disabled Stopped 0K Normal No No
E:‘:::b'":"t Variables || ey Ancilliary Function Driver for Wo. c\windows\s.. Kernel Driver  Yes System Running oK Normal No Yes
Network Connections agpa4o Intel AGP Bus Filter c\windows\s... Kernel Driver  No Manual Stopped /3 Normal No No
Running Tasks aicTge aic78x0¢ c\windows\s... Kernel Driver  No Disabled Stopped oK Normal No No
Loaded Modules aliide aliide c\windows\s, Kernel Driver No Disabled Stopped oK Critical No No
Services amdagp AMD AGP Bus Filter Driver c\windows\s.. Kemel Driver  No Manual Stopped K Normal No No
Program Groups amdide amdide Cwwindows\s... Kemel Driver  No Disabled Stopped 0K critical No No
Startup Programs amdk7 AAMD K7 Processor Driver c\windows\s.. Kemel Driver ~ No Disabled Stopped oK Normal No No
OLE Registration amdke AAMD K8 Processor Driver c\windows\s.. Kernel Driver  No Disabled Stopped oK Normal No No
Windows Error Reporting || arc arc c\windows\s.. Kernel Driver  No Disabled Stopped oK Normal No No
arcsas arcsas Gwwindows\s..  Kemel Driver  No Disabled Stopped 0K Normal No No

asyncmac RAS Asynchronous Media Driver cwindowsis... Kerel Driver  No Manual Stopped 0K Normal No No -

- Foa
[Tl search selected category only [Csearch category names only
|

You can also view the list of loaded kernel-mode drivers with Process Explorer from Windows
Sysinternals (http://www.microsoft.com/technet/sysinternals). Run P